**Overview**

2048 is a simple grid-based numbers game. The rules of the game are described [here](https://class.coursera.org/principlescomputing1-002/wiki/2048_Game).

In the first two assignments, we will implement a version of the 2048 game. Although the original game is played on a 4×4 grid, your version should be able to have an arbitrary height and width. In this first assignment, we will focus on only one aspect of the game: merging tiles.

We have provided the following [template](http://www.codeskulptor.org/#poc_2048_merge_template.py) that contains the basic code that you will need to implement the merge function. The signature (name and parameters) of the functions in this file must remain unchanged, but you may add any additional functions or other code that you need to.

**Coding Style**

In this class, you will be asked to strictly follow a set of [coding style guidelines](https://class.coursera.org/principlescomputing1-002/wiki/view?page=style_guidelines). Good programmers not only get their code to work, but they also write it in a way that enables others to easily read and understand their code. Please read the style guidelines carefully and get into the habit of following them right from the start.

**Testing Your Code**

As always, testing is a critical part of the process of building your mini-project. Remember you should be testing your code as you write it. Don't try to implement everything and then test, You will have lots of errors that all interact in strange ways that make your program very hard to debug.

Throughout this course, we will be using a machine grader (OwlTest) to help you assess your code. You can submit your code to this [Owltest](http://codeskulptor.appspot.com/owltest/?urlTests=poc.poc_2048_merge_tests.py&urlPylintConfig=poc.pylint_config.py) page. The OwlTest page has a pale yellow background and does **not** submit your project to Coursera. OwlTest is just meant to allow you to test your mini-project automatically. Note that trying to debug your mini-project using the tests in OwlTest can be very tedious since they are slow and give limited feedback. Instead, we *strongly* suggest that you first test your program using your own tests. To get you started, there are some tests for this project given at the end of the description.

Remember that OwlTest uses [Pylint](http://www.pylint.org/) to check that you have followed the [coding style guidelines](https://class.coursera.org/principlescomputing1-002/wiki/view?page=style_guidelines) for this class. Deviations from these style guidelines will result in deductions from your final score. Please read the feedback from Pylint closely. If you have questions, feel free to consult [this page](https://class.coursera.org/principlescomputing1-002/wiki/view?page=pylint_errors) and the class forums.

When you are ready to submit your code to be graded formally, submit your code to the CourseraTest page for this mini-project that is linked on the main assignment page. Note that the CourseraTest page looks similar to the OwlTest page, but they are *not* the same! The CourseraTest page has a **white** background and does submit your grade to Coursera.

**Merge**

For this assignment, you will implement a function merge(line) that models the process of merging all of the tile values in a single row or column. This function takes the list line as a parameter and returns a new list with the tile values from line slid towards the front of the list and merged. This is one of the more challenging parts of implementing the game.

In this function, you are *always* sliding the values in the list towards the front of the list (the list position with index 0). You will make sure you order the entries in line appropriately when you call this function later in the next assignment. Empty grid squares with no displayed value will be assigned a value of zero in our representation.

For example, if a row of the board started as follows:

![https://storage.googleapis.com/codeskulptor-assets/poc_2022.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZgAAABuCAIAAACV5ZKyAAAAA3NCSVQICAjb4U/gAAAAGXRFWHRTb2Z0d2FyZQBnbm9tZS1zY3JlZW5zaG907wO/PgAABetJREFUeJzt3dlvVHUYxvEzdOh02rLaAra2aLGggRIolD0EAb2AaFARUlPBCy6MxsQ/gT+CG2PSC0ASt0RUUIJaIsYSiaClJWUzItDSxbQsnaF2ar0YKZ2lZ36GMPM+zfdzN2dOkzdP3j6dOT3TBg7s2+sBgLJJuR4AAB4WRQZAHkUGQB5FBkAeRQZAHkUGQB5FBkAeRQZAXtDnuZKS2TW1qwoLi7I2jU3RaOTcmeaeni6fc6oW1BYUTsnaSJbdi9z5/cIZnxPYqziXvSKruIxZ+b0iW7hkBQl6nhcOF9bUrvY/hxYblTEK9irOZa/IKi5jVn5FVlzMN+d/wuHCXI8wcbBXozLuFVmN8s+Ka2QA5FFkAORRZADkUWQA5FFkAORRZADkUWQA5FFkAORRZADkUWQA5FFkAORRZADkUWQA5FFkAORRZADkUWQA5FFkAORRZADkUWQA5FFkAORRZADkUWQA5FFkAORRZADkUWQA5FFkAORRZADkUWQA5AVzPcC4YtGBnp6u3r7+e4NeIM8LBoumlpTMKp1enJ+X69EgjL1yJ5SVxSK703X+2+PfX+yIpn12etni9Zs3PDsnlOWpoI69cieXlbUiG75w8qPPm2/4nNHf0fLF/pbzm954ddmcrI0FceyVO8msbF0ju9zU6J/ggzO/O3C49fajngcTA3vlTjQrQ0U22PXTZ6f7k48WPbFk+fL5c0tSz28/evTGcDYGgzT2yp1uVnbeWg7+/PUPnpdwEfHJdTu3r6mMHxqJXjty8FBb39jmvdZ06mbDWisvbmESe+VOOCsrr8hGhv682J2Q4KyVr++8n6DneYFwxdbd9RWJX9XbecvGzwMYxV65k87KSpF5njeU8KjihXXlSScE8itXLC0ae2Tw5ji/VgHuY6/c6WZlpsiGA2MfhRYsLU93q0peweTEA0FzN7TAFPbKnXJWVoosUDB15oNHxc9vqE531nBPZ+JvSSanOwu4j71yJ52VnYv9s157981fz126HQtWVNdWTUvTsLHeX37845+xR2Y8PS+crfmgib1yJ5yVnSLzAuHSpStKx3++//jHTUOJLyGXLX78UU8FdeyVO92srLy1zOTuyQ8bW+4mTBuq2rqkNDDeFwAO2Ct3prMy9IpsPCN/dx871Phbd9IlxYpXXlqY543kZiboY6/c2c/KepFFOk7vP3jilpeUYOi5Xdsr800kCEXslTuJrEwXWWfLl/u/aU85PHPzrt3L5pieHJaxV+5UsjI0SpIrzYc+PZny4dX8+Tv2bHuq2MrPAchhr9wJZWW0yNqbPjic8uHV/LK1uxvWzLTxnhyK2Ct3WlkZLLLhtuPvf3V2IOlo+fJt9RurLdxDDE3slTu9rKwVWfoEa7bs2bJoRk4GwoTAXrmTzMpWkbU3NaYmWPfy2xuri9KeD7hgr9yJZmWoyO5cPprynjy0evtb66vyczMQJgT2yp1uVnaK7K8TR1o9L+ku4cGO9mOfnB4KpIwZi8WCU8rq1q6cO83Gh1ZhFHvlTjgrK0U20nf10mCazzpcbU29h+XBk1darze8V19u5q48WMNeuZPOyspnLaN3e4cyn5XqWtt1C3/WDUaxV+6ks7JSZOHyZ9L8b4PMQrMfs/7uHTnEXrmTzspKkQUmVe5o2FBZ9L/ebIfmrXpxUbq/mgTEsVfupLOyco3M87wpZXX179TlegpMNOyVO92scl+lAPCQKDIA8igyAPIoMgDyKDIA8igyAPIoMgDyKDIA8igyAPIoMgDyKDIA8igyAPIoMgDyKDIA8igyAPIoMgDyKDIA8igyAPIoMgDyKDIA8igyAPIoMgDyKDIA8igyAPIoMgDyKDIA8igyAPIoMgDyKDIA8vyKLBIZyNocxkWjkVyPMHGwV6My7hVZjfLPyq/IWs+e4hvY87xIZODcmWb/c2KxoewMY1/GKNirOJe9Iqu4jFkFDuzbm61hAOCR4BoZAHkUGQB5FBkAeRQZAHkUGQB5FBkAeRQZAHkUGQB5FBkAAECu/QuPUeH2jvfFmgAAAABJRU5ErkJggg==)

And you slide the tiles left, the row would become:

![https://storage.googleapis.com/codeskulptor-assets/poc_4200.png](data:image/png;base64,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)

Note that the two leftmost tiles merged to become a 4 and the third 2 just slides over next to the 4.

A given tile can only merge once on any given turn, although many pairs of tiles could merge on a single turn.

For the above example, the input to the merge function would be the list [2, 0, 2, 2]. The function should then produce the output [4, 2, 0, 0]. We suggest you begin to implement this function as follows:

1. Start with a result list that contains the same number of 0's as the length of the line argument.
2. Iterate over the line input looking for non-zero entries. For each non-zero entry, put the value into the next available entry of the result list (starting at position 0).

Notice if you only follow this process, you would end up with the result [2, 2, 2, 0].

Now you should think through what you should add to your function in order to merge tiles. Keep in mind, however, that any tile should only be merged once and that these merges should happen in order from lowest index to highest index. For instance, on the input [2, 0, 2, 4], the result should be [4, 4, 0, 0], **not** [8, 0, 0, 0].

Note that there are many ways to implement the merge function. The objective of this project is for you to use what you've learned in our previous classes to implement a complex function. You have already learned all of the Python required to implement merge, so the challenge is to think carefully about what the function does and how to best accomplish that.

Here is one basic strategy to implement the merge function:

1. Iterate over the input and create an output list that has all of the non-zero tiles slid over to the beginning of the list with the appropriate number of zeroes at the end of the list.
2. Iterate over the list created in the previous step and create another new list in which pairs of tiles in the first list are replaced with a tile of twice the value and a zero tile.
3. Repeat step one using the list created in step two to slide the tiles to the beginning of the list again.

This is *not* the most efficient way of implementing merge. While it is fine to implement it in this way, we challenge you to think of other ways of doing it that do not require creating so many lists. Ultimately, how you approach the problem is up to you.

As you work on your merge function, here are some simple tests you should try:

* [2, 0, 2, 4] should return [4, 4, 0, 0]
* [0, 0, 2, 2] should return [4, 0, 0, 0]
* [2, 2, 0, 0] should return [4, 0, 0, 0]
* [2, 2, 2, 2] should return [4, 4, 0, 0]
* [8, 16, 16, 8] should return [8, 32, 8, 0]

These tests are by no means exhaustive and are just meant to get you started.